Linear Regression for Newbies

**The Theory**

Linear Regression is the process of fitting a line to the dataset.

Single Variable Linear Regression

**The Mathematics**

The equation of Line is
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Where,

y = dependent variable

X = independent variable

C = intercept

The algorithm is trying to fit a line to the data by adjusting the values of m and c. Its Objective is to attain to an value of m such that for any given value of x it would be properly predicting the value of y.

**The DataSet**

Dataset consists of two columns namely X and y

Where

X = pH of well water

Y = Bicarbonate (parts per million) of well water

The data is by water well from a random sample of wells in Northwest Texas

[Link to the dataset](http://college.cengage.com/mathematics/brase/understandable_statistics/7e/students/datasets/slr/frames/frame.html)

**The Code**

The Code was written in three phases

1. Data preprocessing phase
2. Training
3. Prediction and plotting

The data preprocessing phase

|  |
| --- |
| **#Imports**  **import** numpy **as** np **import** pandas **as** pd **import** matplotlib.pyplot **as** plt |

Numpy import for array processing ,python doesn’t have built in array support. The feature of working with native arrays can be used in python with the help of numpy library.

Pandas is a library of python used for working with tables , on importing the data , mostly data will be of table format , for ease manipulation of tables pandas library is imported

Matplotlib is a library of python used to plot graphs, for the purpose of visualizing the results we would be plotting the results with the help of matplotlib library.

|  |
| --- |
| #Reading the dataset from data dataset = pd.read\_excel(r'data\\slr09.xls') |

In this line of code using the read\_excel method of pandas library, the dataset have been imported from data folder and stored in dataset variable.

On visualising the dataset , it contains of two columns X and Y where X is dependent variable and Y is Independent Variable
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X stands for pH Level of the water

Y stands for Bicarbonate ppm in the water

Inference

For ph of 7.6 ,157 ppm of bicarbonate

for ph of 7.1 ,174 ppm of bicarbonate

And goes on

|  |
| --- |
| #Creating Dependent and Independent variables X = dataset['X'].values y = dataset['Y'].values |

The X Column from the dataset is extracted into an X variable of type numpy, similarly the y variable

![](data:image/png;base64,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)

On input 10 it would result in a pandas Series object

So .values attribute is used to attain an numpy array

|  |
| --- |
| # Reshaping the numpy arrays since the scikit learn model expects 2-D array in further code X = np.reshape(X,newshape = (-1,1)) y = np.reshape(y,newshape = (-1,1)) |

In further the scikit learn model would be expecting a 2-D array of shape (length,1)
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The code was just to convert a single dimensional array into a 2-D array where each element is an array

The Training phase

|  |
| --- |
| #Importing the linear model from sklearn framework **from** sklearn.linear\_model **import** LinearRegression lr = LinearRegression() lr.fit(X = X, y = y) |

From scikit learn Library LinearRegression is imported. Lr is an object of LinearRegression.

The process of training is done in the fit method, our dependent and independent variable are fed into to the fit method in which it would try to fit a line to the data provided.